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Altogether, the algorithm makes \((4 + \frac{8}{\alpha})|E|\) step whereas any optimal algorithm visits at least any edge once.

In general we assume that \(\alpha\) is a small constant with \(0 < \alpha < 1\). The above proof works for any \(\alpha > 0\). The cost of the algorithm for known depth \(r\) are within \(O(|E|/\alpha)\). More precisely we can show that actually \(O(|E| + |V|/\alpha)\) steps are made. For this we have a closer look at the cost. bDFS work on the edges only. The DFS walk work on trees where the number of vertices is the same as the number of edges. Some of these vertices appear in two trees, so by a factor of 2 we are on the save side. The movements from \(s\) to \(s_i\) are analysed over the size of spanning trees, where vertices and edges are also the same.

The cost \(K_1(T_R)\) and \(K_2(T_R)\) sum up to \((2 + \frac{8}{\alpha})2|V|\).

Altogether there is an \(\Theta(|E| + |V|/\alpha)\) algorithm for the exploration of arbitrary graphs.

**Corollary 1.25** The CFS–Algorithm for the constrained graph-exploration of an unknown graph with known depth has optimal exploration cost \(\Theta(|E| + |V|/\alpha)\).

Now we have some possibilities for extensions. First, we assume that the depth of the graph is unknown in the beginning. Next we would like to consider weighted edges.

### 1.5.1 Restricted graph-exploration with unknown depth

Let is now assume that the radius, say \(R\), of the unknown graph \(G\) is not known. From a practical point of view, spending some cable is costly and we would like to extend the tether only if it is necessary. A first simple idea is that we guess the depth, say \(r\), and successively double its length until the algorithm finally explores the whole graph. Obviously, the repeated application of the CFS-algorithm runs in \(O(\log r|E|)\) step. As shown above we can also refine the analysis of this approach. For any bDFS step we make use of the already visited edges and directly \(\text{jump}\) to incomplete vertices (now with larger tether length). Therefore the bDFS steps are still subsumed by \(2|E|\) steps. But we still have to take the movements to the roots of the trees into account as well as the DFS movements on the new subtrees. Therefore we have the following result.

**Corollary 1.26** Applying the CFS–Algorithmus by successively doubling the current depth \(r\) gives an algorithm that explores an unknown graph \(G\) with unknown depth \(R\) with \(\Theta(|E| + (\log R)|V|/\alpha)\) steps.

We will now show that we can get rid of the log-factor by successively adjusting \(r\) appropriately. We only exchange two calls in the main procedure. In principle, instead of the known value \(r\) we successively make use of \(r := d_{G^*}(s,s_i)\), which is the smallest distance from \(s\) to one of the roots of the trees in \(\mathcal{T}\).

More precisely, we exchange \(\text{prune}(T_i, s_i, \frac{4r}{2}, \frac{4r}{2})\) with \(\text{prune}(T_i, s_i, \frac{ad_{G^*}(s,s_i)}{4}, \frac{ad_{G^*}(s,s_i)}{16})\) and \(\text{explore}(\mathcal{T}, T_i, s_i; (1 + \alpha)r)\) with \(\text{explore}(\mathcal{T}, T_i, s_i; (1 + \alpha)d_{G^*}(s,s_i))\). This means that the pruning-step is done with the values \(\frac{ad_{G^*}(s,s_i)}{4}\) and \(\frac{ad_{G^*}(s,s_i)}{16}\) and the explore-step is done with tether length \((1 + \alpha)d_{G^*}(s,s_i)\).

In the beginning we have \(d_{G^*}(s,s_i) = 0\), therefore we make use of some fixed constant \(c\) in the beginning and use \(r := \max(d_{G^*}(s,s_i), c)\). Let \(d_{G^*}(s,T)\) denote the shortest distance from \(s\) to some vertex in \(T\) inside \(G^*\).

**Lemma 1.27** For the CFS–Algorithmus with unknown depth \(R\) we have the following properties:

(i) Any incomplete vertex belongs to a tree in \(\mathcal{T}\).
(ii) There is always an incomplete vertex \(v \in V^*\) with \(d_{G^*}(s,v) \leq r\), until \(G^* \neq G\).
(iii) For the closest root \(s_i\) we have: \(d_{G^*}(s, s_i) \leq r\).
(iv) For all trees \(T \in \mathcal{T}\) we have \(|T| \geq \frac{\max(d_{G^*}(s,T), c)}{4}\alpha\). After pruning the remaining tree will be fully explored by DFS.
(v) All trees ever considered in \(\mathcal{T}\) are (edge) disjoint.
1.5 Constrained graph-exploration

**Proof.** For the proof of (i),(ii),(iii) and (v) we apply the same arguments as in the proof of Lemma 1.23. It remains to show that (iv) holds. The main difference is that the size of a tree $T$ is directly correlated to the distance from $s$ to $T$, this is different from the previous argumentation.

Let us first show that the remaining tree $T_i$ (after pruning) will be fully explored by DFS. For any vertex $v$ in $T_i$ we have $d_{T_i}(s,v) \leq \frac{9 d_G(s,s_i)\alpha}{16}$, otherwise $v$ has been cut by pruning. Thus we have

$$(1 + \alpha) d_G(s,s_i) - d_G(s,s_i) - d_{T_i}(s,v) \geq \frac{7d_G(s,s_i)\alpha}{16},$$

which shows that the tether is long enough $T_i$ will be fully explored by DFS.

By induction over the number of pruning steps we will finally show: $\forall T \in T' : |T| \geq \frac{\max(d_G(s,T),c)\alpha}{4}$.

In the beginning we apply bDFS from the start with tether length $c$. Either we explore the whole graph or we have $|T| \geq (1 + \alpha)c > \frac{\alpha}{4}$ for the resulting spanning tree $T$. For simplicity we assume $d_G(s,T_i) > c$ from now on.

We would like to show that for any tree $T_v$, resulting from the pruning of some $T_i$ we have $|T_v| \geq \frac{d_G(s,T_v)\alpha}{4}$. Also the remaining tree $T_i$ has this property.

For the remaining tree $T_i$ (after pruning), we conclude $d_G(s,T_i) = d_G(s,s_i)$ and pruning guarantees $|T| \geq \frac{d_G(s,T_i)\alpha}{4}$. For a tree $T_v$ pruned from $T_i$ we have: $|T_v| \geq \frac{9d_G(s,s_i)\alpha}{16} - \frac{d_G(s,s_i)\alpha}{4} = \frac{5d_G(s,s_i)\alpha}{4}$ by the pruning values. Additionally, we have $d_G(s,T_v) \leq d_G(s,s_i) + d_G(s_i,w) = (1 + \frac{\alpha}{4})d_G(s,s_i)$, since the root $w$ of $T_v$ is exactly $\frac{d_G(s,s_i)}{\alpha}$ steps away from $s$. For $0 < \alpha < 1$ we conclude: $d_G(s,T_v) < \frac{5d_G(s,s_i)}{4}$ and together with the above inequality we have $|T_v| > \frac{d_G(s,T_v)\alpha}{4}$.

Finally, we have to analyse the emerging spanning trees $T_v$, which will be constructed from the bDFS steps starting during the DFS walk in $T_i$. Such a tree $T_v$ starts at some incomplete vertex $v$ in $T_i$. We have $d_G(s_i,v) \leq \frac{9d_G(s,s_i)}{16}$, otherwise $v$ would have been pruned and could not be a leaf of the rest of $T_i$ any more. Thus we have $d_G(s,T_v) \leq d_G(s,s_i) + d_G(s_i,v) < \frac{25d_G(s,s_i)}{16}$ or $d_G(s,s_i) > \frac{16d_G(s,T_v)}{25}$. If $T_v$ is fully explored, we are done, since the tree will be deleted. Assume that $T_v$ still has incomplete vertices. As mentioned above we have $d_G(s,v) \leq \frac{9d_G(s,s_i)}{16}$. Starting from $v$ there was a remaining tether length of $\frac{7d_G(s,s_i)}{16}$ for the construction of the incomplete $T_v$, which gives $|T_v| \geq \frac{7d_G(s,s_i)}{16}$. Application of $d_G(s_i,v) > \frac{16d_G(s,T_v)}{25}$ gives $|T_v| > \frac{7d_G(s,T_v)}{25} > \frac{d_G(s,T_v)\alpha}{4}$. Either we have explored everything behind $v$ or the spanning tree $T_v$ has size $|T_v| > \frac{d_G(s,T_v)\alpha}{4}$.

We have considered any emerging $T \in T'$.

**Theorem 1.28** (Duncan, Kobourov, Kumar, 2001/2006)

Applying the CFS–Algorithm with the adjustments above results in a correct restricted graph-exploration of an unknown graph with unknown depth. The algorithm is $(4 + \frac{8}{d})$–competitive. [DKK06, DKK01]

**Proof.** We apply the same analysis as in the proof of Theorem 1.24. For the analysis of the movements from $s$ to the roots of the trees we make use of the correlation $|T_R| > \frac{d_G(s,T_R)\alpha}{4}$.

For the number of steps we can also refine the analysis, analogously.

**Corollary 1.29** The above CFS–Algorithm for the restricted exploration of an unknown graph with unknown depth requires $\Theta(|E| + |V|/\alpha)$ exploration steps, which is optimal.

Finally, we would like to argue that the usage of a look-ahead of $\alpha r$ is necessary for attaining linear optimal exploration cost (i.e., in comparison to $|E|$ and $|V|$). This can be shown for the accumulator variant as follows. First, it is clear that an accumulator of size $2r$ is not sufficient for exploring all edges. The graph in Figure 1.32 has depth 6, but exploring all edges requires an accumulator of size 13.

This means that an accumulator size $2r + 1$ is necessary. We show that an accumulator of size $2r + d$ for constant $d$ is not sufficient in the sense of performing no more than $C \cdot |E|$ exploration steps.

**Lemma 1.30** For the accumulator variant with accumulator size $2r + d$ for constant $d$, there are examples do that any algorithm attains at least $\Omega\left(|E|^\frac{1}{2}\right)$ exploration steps.
Proof. We consider the following example as given in Figure 1.33. Starting from $s$ there is a path of length $\frac{n^2}{2}$ that visits a clique of size $\frac{n^2}{2} + 1$. Moving forth and back along the path requires $n$ steps, the depth of the graph is $\frac{n^2}{2} + 1$. Exploration with accumulator size $n + 1 + d$ means that we have to visit the clique $\Omega \left(\frac{n^2}{2}\right)$ times since the clique has $\Omega \left(n^2\right)$ edges. This gives $\Omega \left(\frac{n^2}{2} \cdot n\right) = \Omega \left(n^3\right)$ exploration steps. The statement follows from $|E| \in \Theta \left(n^2\right)$. \hfill $\blacksquare$

Figure 1.33: A graph with $n + 1 = 13$ vertices. A path of length $\frac{n^2}{2}$ visits a clique of size $\frac{n^2}{2} + 1$. Any accumulator strategy with accumulator size $n + 2 + d$ requires $\Omega \left(n^3\right)$ steps.

With a similar argument we conclude that an sub-linear extension of the accumulator, i.e., size $2r + o(r)$, is not sufficient for attaining a linear cost strategy. Let us briefly repeat the small-o notation. For real valued functions or series $f$ and $g$ we define $f \in o(g)$, if and only if $\lim_{r \to \infty} \frac{f(r)}{g(r)} \to 0$ holds. Therefore we conclude $r \in o(r^2)$, $c \in o(r)$ for any constant $c$ and also $\frac{1}{r} \in o(1)$. By the above arguments and example we can show that $\Omega \left(\frac{n^2}{2n}\right)$ exploration steps are necessary for an accumulator of size $n + 2 + f(n)$. For $f(n) = n^{1-\varepsilon}$ (this means $f \in o(n)$) we have to perform $\Omega \left(|E|^{1+\varepsilon}\right)$ exploration steps.

Note, that for the tether variant up to our knowledge there is no such statement that a tether of length $r + o(r)$ is necessary for attaining $O(|E|)$ exploration cost.

We have shown that we can explore any graph (online and offline) with at most $\Theta(|V| + |E|)$ exploration steps. These are the pure cost for the motion of the agent. In the literature this is also denoted as the mechanical cost; see also [DJMW91]. Besides, there are also some computational cost, for the planning and preparation of the strategy.

For example the computational cost of the CFS-Algorithm have to be analysed for the following tasks:

- Build the spanning trees
- Update the shortest paths to the trees of $\mathcal{T}$
- Merge the trees
- Detect fully explored trees
- Prune a tree
- Maintain the list $\mathcal{T}$
- Apply DFS/bDFS
For unit-length edges some of the above tasks can be done very efficiently. The overall approach can be easily extended to weighted graphs (positive edge weights).

**Exercise 10** Analyse the computational cost for the CFS-Algorithm in \( O \)-notation for \(|E|\) and/or \(|V|\).

**Exercise 11** Show that the CFS-Algorithm approach also works for graphs with positive edges weights. How do we have to adjust the CFS-Algorithm?

### 1.5.2 Mapping of an unknown graph

Finally, in this section we would like to show the influence of different capabilities of the agent. Up to now we assumed that an already visited vertex or edge will be recognized at the next visit. This means that we have marked any visited edge and vertex.

Let us now assume that the agent cannot mark parts of the environment. We do not have any landmarks. We still assume that we have enough storage for constructing the sub-graph detected so far.

The following model is taken from Dudek et al.; see[DJMW91]. The agent has no orientation and no compass. At any vertex the outgoing edges are presented in the same order. This order need not represent a planar embedding. If the agents visits the vertex from different incoming edges, the order will be consistent. This means that there is a fixed cyclic order, the relative presentation of the order stems from the edge where the agent currently comes from. Figure ?? shows an example of a relative order. By this order, the agent knows where he was coming from and can also return to this vertex. Since the storage is not limited, it is possible to remember a return path. Let us for example assume that the agent visits vertex \( v_2 \) by edge \( e_1 \) and then visits the second edge \( e_3 \) in ccw-order from \( e_1 \). If the agent moves back along \( e_3 \) to \( v_2 \), it already knows that it was recently coming from the first edge in ccw order, which is \( e_1 \). The agent can make use of this return path. If the agent visits a vertex in a forward step, it has no idea which of the vertices the visited vertex actually is.

Is it possible to build a map of the graph and to locate oneself inside the graph? The offline input is a triple \( G = (V,E,S) \), where by \( S \) for any vertex the cyclic local order of the edges is given.

First, it is easy to see that without further capabilities, one can not fully detect a given graph. Figure 1.34 shows two different regular graphs of fixed degree 3. For an agent the information on any vertex is exactly the same. It is not possible to distinguish between the two variants. At least one marker is necessary.

![Figure 1.34: Two different regular graphs of degree 3, an agent cannot distinguish them without a marker.](image)

**Corollary 1.31** Let \( G = (E,V,S) \) be a graph with local cyclic edge order. Without a marker an online agent cannot build a correct map of the graph.

**Exercise 12** Give a formal argument that the graphs in Figure 1.34 are different. Which class of graphs can be correctly detected by an online agent without a marker?
A single marker (or pebble) is sufficient as shown by Dudek et al. [DJMW91]. We describe the corresponding Marker-Algorithm. The algorithm maintains the current known graph \( G^* \) and a list \( L \) of non-determined (seen but not correctly detected) edges. In the beginning the starting vertex is known and its outgoing edges belong to \( L \). They are given in the cyclic order.

In the main step, the algorithm choose an edge \( e \) of \( L \) starting at a detected vertex \( b \) and moves to a vertex \( u \) along the edges \( e = (b,u) \). Now the agent sets the marker on \( u \), moves back to \( b \) along \( e \) and searches for the pebble in \( G^* \).

**Case 1:** The pebble was not found in \( G^* \). In this case we add the edge \( e = (b,u) \) to \( G^* \) w.r.t. the cyclic order. All outgoing edges of \( u \) different from \( e \) will be inserted into the list \( L \) of non-determined edges.

**Case 2:** The marker has been found at some vertex \( v \in G^* \). If there is more than one non-determined outgoing edges at \( v = u \), we cannot precisely detect \( e \). Therefore we take the marker, move back to \( b \), place the pebble there, move back to \( v \) again and successively check the non-determined edges. Finally, we will detect the edge \( e \) and add it to \( G^* \) by the local order.

The above algorithm is simple and correct. By construction in any step an additional edge will be correctly detected. The number of exploration steps is restricted by \( O(|E| \times |V|) \) and the same holds for the computational cost. We assume that the graph is not a multigraph and has no loop edges \( (v,v) \). Besides, we assumed that any edge has unit-length.

**Theorem 1.32** (Dudek, Jenkin, Milios, Wilkes, 1991)

Let \( G = (E,V,S) \) be a graph with given cyclic local order of the edges. By the use of one marker it is possible to fully detect the structure of the graph by online navigation with \( O(|E| \times |V|) \) exploration steps and also overall \( O(|E| \times |V|) \) computational cost.

**Proof.**

Let \( G^* = (V^*,E^*,S^*) \) be the current graph during the execution of the Marker-Algorithm. Setting the marker has cost \( O(1) \), searching for the marker in \( G^* \) can be done by DFS by \( O(|V^*|) \) steps. Moving back and force along a path can be done in \( O(|V^*|) \) steps as well. The traversal cost are considered for any edge, which gives \( O(|E| \times |V|) \) steps in total.

For unit-edge length the computational cost are precisely the same for any edges we have to compute the shortest paths between two vertices. The effort is bounded by \( O(|V^*|) \). This gives \( O(|E| \times |V|) \). \( \square \)

**Exercise 13** Explain why the cyclic order of the edges is necessary for the above Marker-Algorithm. Where is it used during the execution of the algorithm?

**Exercise 14** Analyse the mechanical and the computational cost of the marker algorithm for graphs with positive edge weights.
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